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# Motivation: Clash Royale

As I am a big fan of Clash Royale I am going to analyse the dynamics of this mobile game.

First of all, from wikipedia : “Clash Royale is a freemium real-time strategy video game developed and published by Supercell. The game combines elements from collectible card games, tower defense, and multiplayer online battle arena.”

In order to achive this analysis succesfully I would split this document in the following parts: Data collecting, Data wrangling or Data processing, Exploratory Data Analysis, Modelling and conclusions.

In this analysis I expect to show the usage of the cards and its winrate in the “Ladder” encounters. It is also interesting find out the interaction beetween cards.

Also, as I am a “Golem” player I will make a predictive model to predict the edge against other cards.

Finally I will make a predictive model in order to predict the number of crowns you can get depending the cards you play.

The source where I get the data: <https://developer.clashroyale.com/#/>

# Data collecting

I will not extend much explaining this part as is more interesting what comes later.

The data comes from an API, so there is the need to set up an account there and make a token verification. A token verification is a string you posses as an authorization to log in to a web an API, whatever it request. It is like your signature to be recorded.

From the API i want to get a battle log, that is a record of the battles that players have done. The API has its limitations, for example you can not request all the battles you like for a player, just the last 24. Also, you just can ask for 1000 player tags (players identification). Knowing this thought about how I am going to get the data. So, I will make three requests:

* A players list
* A battle log
* Cards list

I will make the requests in python as its been easier for me to connect to the API.

#import requests  
#import json  
#import pandas as pd  
  
# Players list  
  
#v1\_url\_ranking = "https://api.clashroyale.com/v1/locations/global/rankings/players"  
#header1\_Accept = "application/json"  
#v2\_header2\_token = "Bearer eyJ0eXAiOiJKV1QiLCJhbGciOiJIUzUxMiIsImtpZCI6IjI4YTMxOGY3LTAwMDAtYTFlYi03ZmExLTJjNzQzM2M2Y2NhNSJ9.eyJpc3MiOiJzdXBlcmNlbGwiLCJhdWQiOiJzdXBlcmNlbGw6Z2FtZWFwaSIsImp0aSI6IjVkNzFiYWU4LTVjZTQtNGRlMS1iOTNjLTk4OGYzNWJmZjI4MyIsImlhdCI6MTU3NzYzMzA1OCwic3ViIjoiZGV2ZWxvcGVyL2U0ZmE0MTQ4LTZkNmUtY2VkNS1hOTBmLWVmNmI4YmZhOGMyMyIsInNjb3BlcyI6WyJyb3lhbGUiXSwibGltaXRzIjpbeyJ0aWVyIjoiZGV2ZWxvcGVyL3NpbHZlciIsInR5cGUiOiJ0aHJvdHRsaW5nIn0seyJjaWRycyI6WyI4MC4zOS4yMi4yNDgiXSwidHlwZSI6ImNsaWVudCJ9XX0.NZrKTdOBFUUupkaeA2HC44-PPoSP2fPkaGtrDs0gnT4qox\_PHcqABoQAaBo2SQnTvjWD4vX\_7Cuq\_EJC-98oMA"  
#num\_players = 1000  
  
#r1 = requests.get(v1\_url\_ranking, headers={"Accept":header1\_Accept, "authorization":v2\_header2\_token}, params = {"limit":num\_players})  
#t1 = json.loads(json.dumps(r1.json(), indent = 2)) # codigo json  
#players\_list = pd.DataFrame.from\_dict(t1["items"]).loc[:,["tag"]]  
#players\_list = players\_list.values.tolist()

# Battle log  
  
#battle\_log\_acum = pd.DataFrame()  
  
#for i in players\_list:  
 #tag\_player = str(i)[3:-2]  
 #v1\_url\_tag = "https://api.clashroyale.com/v1/players/%23"+tag\_player+"/battlelog"  
 #header1\_Accept = "application/json"  
 #v2\_header2\_token = "Bearer eyJ0eXAiOiJKV1QiLCJhbGciOiJIUzUxMiIsImtpZCI6IjI4YTMxOGY3LTAwMDAtYTFlYi03ZmExLTJjNzQzM2M2Y2NhNSJ9.eyJpc3MiOiJzdXBlcmNlbGwiLCJhdWQiOiJzdXBlcmNlbGw6Z2FtZWFwaSIsImp0aSI6IjVkNzFiYWU4LTVjZTQtNGRlMS1iOTNjLTk4OGYzNWJmZjI4MyIsImlhdCI6MTU3NzYzMzA1OCwic3ViIjoiZGV2ZWxvcGVyL2U0ZmE0MTQ4LTZkNmUtY2VkNS1hOTBmLWVmNmI4YmZhOGMyMyIsInNjb3BlcyI6WyJyb3lhbGUiXSwibGltaXRzIjpbeyJ0aWVyIjoiZGV2ZWxvcGVyL3NpbHZlciIsInR5cGUiOiJ0aHJvdHRsaW5nIn0seyJjaWRycyI6WyI4MC4zOS4yMi4yNDgiXSwidHlwZSI6ImNsaWVudCJ9XX0.NZrKTdOBFUUupkaeA2HC44-PPoSP2fPkaGtrDs0gnT4qox\_PHcqABoQAaBo2SQnTvjWD4vX\_7Cuq\_EJC-98oMA"  
 #num\_bat = 30  
 #r2 = requests.get(v1\_url\_tag, headers={"Accept":header1\_Accept, "authorization":v2\_header2\_token}, params = {"limit":num\_bat})  
 #t2 = json.loads(json.dumps(r2.json(), indent = 2))  
 #battle\_log = pd.DataFrame(t2)  
 #battle\_log\_acum = battle\_log\_acum.append(battle\_log)

# battle\_log\_acum.to\_csv("battle\_log\_acum\_08122019.csv")

# Cards  
  
#v1\_url\_cards = "https://api.clashroyale.com/v1/cards"  
#header1\_Accept = "application/json"  
#v2\_header2\_token = "Bearer eyJ0eXAiOiJKV1QiLCJhbGciOiJIUzUxMiIsImtpZCI6IjI4YTMxOGY3LTAwMDAtYTFlYi03ZmExLTJjNzQzM2M2Y2NhNSJ9.eyJpc3MiOiJzdXBlcmNlbGwiLCJhdWQiOiJzdXBlcmNlbGw6Z2FtZWFwaSIsImp0aSI6IjVkNzFiYWU4LTVjZTQtNGRlMS1iOTNjLTk4OGYzNWJmZjI4MyIsImlhdCI6MTU3NzYzMzA1OCwic3ViIjoiZGV2ZWxvcGVyL2U0ZmE0MTQ4LTZkNmUtY2VkNS1hOTBmLWVmNmI4YmZhOGMyMyIsInNjb3BlcyI6WyJyb3lhbGUiXSwibGltaXRzIjpbeyJ0aWVyIjoiZGV2ZWxvcGVyL3NpbHZlciIsInR5cGUiOiJ0aHJvdHRsaW5nIn0seyJjaWRycyI6WyI4MC4zOS4yMi4yNDgiXSwidHlwZSI6ImNsaWVudCJ9XX0.NZrKTdOBFUUupkaeA2HC44-PPoSP2fPkaGtrDs0gnT4qox\_PHcqABoQAaBo2SQnTvjWD4vX\_7Cuq\_EJC-98oMA"  
#num\_players = 10  
  
#r3 = requests.get(v1\_url\_cards, headers={"Accept":header1\_Accept, "authorization":v2\_header2\_token}, params = {"limit":num\_players})  
#t3 = json.loads(json.dumps(r3.json(), indent = 2))  
#cards = pd.DataFrame(t3)

Once I got the three files I save them as rds objects, in this way I can load them quickly and keep working with the same data instead to update again the requests.

#saveRDS(object = py$players\_list, file = "players.rds")  
#readRDS("players.rds")  
  
#saveRDS(object = py$battle\_log\_acum, file = "batallas.rds")  
#readRDS("batallas.rds")  
  
#saveRDS(object = py$cards, file = "cards.rds")  
#readRDS("cards.rds")

I can continue the analysis using the python object or the rds object.

#players <- py$players\_list  
players <- readRDS("players.rds")  
#batallas <- py$battle\_log\_acum  
batallas <- readRDS("batallas.rds")  
#cartas <- py$cards  
cartas <-readRDS("cards.rds")

# Data wrangling

Exploring the data, I can see as there are few list-columns that may complicate the manipulation.

glimpse(batallas)

## Observations: 25,498  
## Variables: 12  
## $ arena <list> [[54000039, "Legendary Arena"], [54000039,...  
## $ battleTime <chr> "20200104T193336.000Z", "20200104T193007.00...  
## $ challengeId <dbl> 6.5e+07, 6.5e+07, 6.5e+07, 6.5e+07, 6.5e+07...  
## $ challengeTitle <list> ["Grand Challenge", "Grand Challenge", "Gr...  
## $ challengeWinCountBefore <dbl> 2, 2, 2, 1, 0, 6, 5, 4, 4, 4, 3, 2, 1, 0, N...  
## $ deckSelection <chr> "collection", "collection", "collection", "...  
## $ gameMode <list> [[72000010, "Challenge"], [72000010, "Chal...  
## $ isLadderTournament <lgl> FALSE, FALSE, FALSE, FALSE, FALSE, FALSE, F...  
## $ opponent <list> [[["#RPJLUY28", "HELMI", 6623, 1, 3216, <9...  
## $ team <list> [[["#2QLL8UCCG", "<U+306F><U+3061>", 6302, 0, 4008, 2309...  
## $ tournamentTag <list> [NaN, NaN, NaN, NaN, NaN, NaN, NaN, NaN, N...  
## $ type <chr> "challenge", "challenge", "challenge", "cha...

First, I filter for the “Ladder” battles as its the scoope of the analysis.

Then, I modify the variables ‘arena’ and ‘gameMode’. in order to get just the names of the arenas and the names of the gamemodes.

The list-columns of Opponent and Team is where there is almost the most important information for this analysis, the decks. I thought the better way to tidy the data is having one variable for each deck card, that means, the deck is compounded by 8 cards, then will need 8 variables for the Opponent and 8 variables for Team. Each variable will be a card as factor.

Also I removed the battles without trophy change, that means, the possible draws. I have now a clean dataset “batallas”. I removed “Opp” and “Team” to have a lighter workspace without superfluous objects.

batallas <- batallas %>% filter(do.call(rbind, batallas$gameMode)[,2] == "Ladder")  
   
batallas$arena <- do.call(rbind, batallas$arena)[,2]  
  
batallas$gameMode <- do.call(rbind, batallas$gameMode)[,2]   
  
Opp <- do.call(rbind, batallas$opponent)  
Opp <- Opp[,1]  
Opp <- tibble(Opp)  
Opp <- Opp %>% unnest\_wider(Opp)  
Opp <- Opp %>% unnest\_wider(cards)  
  
nombres <- paste("carta\_", seq(1:8),sep = "")  
names(Opp)[grep(pattern = "...[1-8]", names(Opp))] <- nombres  
  
Opp$carta\_1 <- Opp$carta\_1 %>% tibble(carta\_1 = .) %>% unnest\_wider(carta\_1) %>% .$name  
Opp$carta\_2 <- Opp$carta\_2 %>% tibble(carta\_2 = .) %>% unnest\_wider(carta\_2) %>% .$name  
Opp$carta\_3 <- Opp$carta\_3 %>% tibble(carta\_3 = .) %>% unnest\_wider(carta\_3) %>% .$name  
Opp$carta\_4 <- Opp$carta\_4 %>% tibble(carta\_4 = .) %>% unnest\_wider(carta\_4) %>% .$name  
Opp$carta\_5 <- Opp$carta\_5 %>% tibble(carta\_5 = .) %>% unnest\_wider(carta\_5) %>% .$name  
Opp$carta\_6 <- Opp$carta\_6 %>% tibble(carta\_6 = .) %>% unnest\_wider(carta\_6) %>% .$name  
Opp$carta\_7 <- Opp$carta\_7 %>% tibble(carta\_7 = .) %>% unnest\_wider(carta\_7) %>% .$name  
Opp$carta\_8 <- Opp$carta\_8 %>% tibble(carta\_8 = .) %>% unnest\_wider(carta\_8) %>% .$name  
  
Team <- do.call(rbind, batallas$team)  
Team <- Team[,1]  
Team <- tibble(Team)  
Team <- Team %>% unnest\_wider(Team)  
Team <- Team %>% unnest\_wider(cards)  
  
nombres <- paste("carta\_", seq(1:8),sep = "")  
names(Team)[grep(pattern = "...[1-8]", names(Team))] <- nombres  
  
Team$carta\_1 <- Team$carta\_1 %>% tibble(carta\_1 = .) %>% unnest\_wider(carta\_1) %>% .$name  
Team$carta\_2 <- Team$carta\_2 %>% tibble(carta\_2 = .) %>% unnest\_wider(carta\_2) %>% .$name  
Team$carta\_3 <- Team$carta\_3 %>% tibble(carta\_3 = .) %>% unnest\_wider(carta\_3) %>% .$name  
Team$carta\_4 <- Team$carta\_4 %>% tibble(carta\_4 = .) %>% unnest\_wider(carta\_4) %>% .$name  
Team$carta\_5 <- Team$carta\_5 %>% tibble(carta\_5 = .) %>% unnest\_wider(carta\_5) %>% .$name  
Team$carta\_6 <- Team$carta\_6 %>% tibble(carta\_6 = .) %>% unnest\_wider(carta\_6) %>% .$name  
Team$carta\_7 <- Team$carta\_7 %>% tibble(carta\_7 = .) %>% unnest\_wider(carta\_7) %>% .$name  
Team$carta\_8 <- Team$carta\_8 %>% tibble(carta\_8 = .) %>% unnest\_wider(carta\_8) %>% .$name  
   
batallas <- data.frame(batallas, Team, Opp[,8:15]) %>% filter(is.na(trophyChange)==F)  
  
rm(Opp, Team)

Now, the data is tidy and clean. Next step is factorise the cards columns. The file “cartas” has the information needed.

glimpse(cartas)

## Observations: 97  
## Variables: 1  
## $ items <list> [["Knight", 26000000, 13, ["https://api-assets.clashroyale.c...

nombres\_cartas <- as.character(trimws(as\_vector(unnest\_wider(cartas, items)[,1])))  
id\_cartas <- as.character(unnest\_wider(cartas, items)$id)  
  
# Factorise  
batallas$carta\_1 <- factor(batallas$carta\_1, levels = nombres\_cartas)  
batallas$carta\_2 <- factor(batallas$carta\_2, levels = nombres\_cartas)  
batallas$carta\_3 <- factor(batallas$carta\_3, levels = nombres\_cartas)  
batallas$carta\_4 <- factor(batallas$carta\_4, levels = nombres\_cartas)  
batallas$carta\_5 <- factor(batallas$carta\_5, levels = nombres\_cartas)  
batallas$carta\_6 <- factor(batallas$carta\_6, levels = nombres\_cartas)  
batallas$carta\_7 <- factor(batallas$carta\_7, levels = nombres\_cartas)  
batallas$carta\_8 <- factor(batallas$carta\_8, levels = nombres\_cartas)  
batallas$carta\_1.1 <- factor(batallas$carta\_1.1, levels = nombres\_cartas)  
batallas$carta\_2.1 <- factor(batallas$carta\_2.1, levels = nombres\_cartas)  
batallas$carta\_3.1 <- factor(batallas$carta\_3.1, levels = nombres\_cartas)  
batallas$carta\_4.1 <- factor(batallas$carta\_4.1, levels = nombres\_cartas)  
batallas$carta\_5.1 <- factor(batallas$carta\_5.1, levels = nombres\_cartas)  
batallas$carta\_6.1 <- factor(batallas$carta\_6.1, levels = nombres\_cartas)  
batallas$carta\_7.1 <- factor(batallas$carta\_7.1, levels = nombres\_cartas)  
batallas$carta\_8.1 <- factor(batallas$carta\_8.1, levels = nombres\_cartas)  
batallas$crowns <- as.factor(batallas$crowns)  
batallas <- batallas %>% mutate(vicder = factor(ifelse(batallas$trophyChange>0, 1, 0), levels = c(0, 1)))

# Exploratory Data Analysis

As later I am going to build a model to predict the number of crowns its important see how is distributed the variable and its possible predictors.

The Data collected in the previous step is obtained for the first 1000 players in the ranking. This means, these battles might have a little bias through win, so I expect to find more victories than defeats.

Another speculation I might do is about the crowns distribution. My “know-how” of the game tells me, that I am not able to win always, that when I win most of the times I have lost one tower but that is because I play “Golem” so, my intuition here is the distribution depends on the decks played, however my bet is I will find more battles won by 1 crown than the other cases together.

It’s interesting to see which cards are the most used and less used, also see where Golem stands.

ggplot(batallas, aes(x = startingTrophies))+  
 geom\_density()+  
 ggtitle("Field of players")
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summary(batallas$vicder)

## 0 1   
## 4882 8215

ggplot(batallas, aes(x = crowns, fill = vicder))+  
 geom\_histogram(stat = "count")+  
 ggtitle("Crowns by vicder")
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rbind(batallas %>%  
 select(contains("carta\_")) %>%   
 gather(key = 'key', value = 'value') %>%  
 count(value) %>%  
 arrange(desc(n)) %>%  
 head(n = 10),  
 batallas %>%  
 select(contains("carta\_")) %>%   
 gather(key = 'key', value = 'value') %>%  
 count(value) %>%  
 arrange(desc(n)) %>%  
 filter(value == "Golem"),  
 batallas %>%   
 select(contains("carta\_")) %>%   
 gather(key = 'key', value = 'value') %>%  
 count(value) %>%  
 arrange(desc(n)) %>%  
 tail(n = 10)) %>%  
 ggplot(aes(x = reorder(value, n), y = n, fill = value == "Golem"))+  
 geom\_col()+  
 coord\_flip()+  
 ggtitle('TOP 10 Most and least used by both players')+  
 xlab("Cards")+  
 ylab("Freq")
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I didn’t fail in my speculations, first the field of players is pretty high, the average is near 5700 trophies (just to compare myself was arround 4900). The data was collected in the beggining of season 6, early december. When the season ends, the TOP 3 can be arround 8000 trophies.

The number of victories is much bigger than the defeats.

The crowns distribution when “Team” wins is likely I said before, 1 crown is the larger.

Finally, the “Miner”, “Zap” and “The log” are the most used. “Golem” stands quite far from the TOP sadly.

To continue exploring the dynamics behind the crowns distribution, I think that the card’s winrate could explain something.

newdata <- batallas %>%  
 select(-contains('.')) %>%  
 pivot\_longer(cols = contains('carta\_'), names\_to = 'key', values\_to = 'carta') %>%  
 select('carta', 'vicder') %>%  
 count(carta, vicder) %>%   
 spread(key = 'vicder', value = 'n') %>%  
 na.fill(0) %>%  
 as.data.frame() %>%  
 plyr::rename(c("0" = "der", "1" = "vic")) %>%  
 mutate(color = ifelse(carta == "Golem", "#CC3D3D", "#1A80C4"))  
  
newdata[,2:3] <- unfactor(newdata[,2:3])  
  
newdata <- rbind(newdata %>%   
 group\_by(carta) %>%  
 mutate(win = vic/(vic+der), n = vic+der) %>%  
 select(-c('der', 'vic')) %>%  
 arrange(desc(n)) %>%  
 head(n=10),  
 newdata %>%   
 group\_by(carta) %>%  
 mutate(win = vic/(vic+der), n = vic+der) %>%  
 select(-c('der', 'vic')) %>%  
 arrange(desc(n)) %>%  
 filter(carta == "Golem"),  
 newdata %>%   
 group\_by(carta) %>%  
 mutate(win = vic/(vic+der), n = vic+der) %>%  
 select(-c('der', 'vic')) %>%  
 arrange(desc(n)) %>%  
 tail(n=10)) %>%  
 arrange(desc(win))  
  
ggplot(newdata, aes(x = reorder(carta, win), y = win, fill = n, color = carta != "Golem"))+  
 geom\_col()+  
 scale\_color\_manual(values = c("red", "#00ff0000"))+  
 coord\_flip()+  
 ggtitle('Cards winrate and use (Team)')+  
 xlab("Cards")+  
 ylab("Winrate")+  
 theme(axis.text.y = element\_text(color = newdata$color[order(newdata$win)]))
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summary(newdata$win)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.4167 0.6168 0.6250 0.6184 0.6328 0.7143

I see above as the winrate goes from a 70% at top and decreases to 40% to the bottom and its average is 61%. Maybe I could think that the more winrate has a card more likely to win by three crowns. However, this effect disapear if the opponent also play the same cards. It’s necessary keep exploring.

Let’s continue investigating what is behind the intuition said before “the number of crowns depends on the decks”. Maybe the interaction or the association of many cards makes the difference.

# Dumieando cartas Team  
newdata <- batallas %>%  
 select(-contains(".")) %>%  
 select(contains("carta\_")) %>%  
 mutate(carta\_1 = factor(batallas$carta\_1, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_2 = factor(batallas$carta\_2, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_3 = factor(batallas$carta\_3, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_4 = factor(batallas$carta\_4, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_5 = factor(batallas$carta\_5, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_6 = factor(batallas$carta\_6, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_7 = factor(batallas$carta\_7, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_8 = factor(batallas$carta\_8, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 mazo = paste(carta\_1, carta\_2, carta\_3, carta\_4, carta\_5, carta\_6, carta\_7, carta\_8, sep = ", "))  
  
#Onehotencode  
m <- matrix(str\_match(newdata$mazo[1], pattern = id\_cartas), ncol = length(nombres\_cartas))  
for (i in 2:nrow(newdata)){  
 p = matrix(str\_match(newdata$mazo[i], pattern = id\_cartas), ncol = length(nombres\_cartas))  
 m = rbind(m, p)  
}  
m <- as.data.frame(m)  
names(m) <- nombres\_cartas  
m <- ifelse(is.na(m), 0, 1) %>% as.data.frame()  
  
# Dumieando cartas Opponent  
newdata <- batallas %>%  
 select(contains("carta\_")) %>%  
 select(contains(".")) %>%  
 mutate(carta\_1.1 = factor(batallas$carta\_1, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_2.1 = factor(batallas$carta\_2, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_3.1 = factor(batallas$carta\_3, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_4.1 = factor(batallas$carta\_4, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_5.1 = factor(batallas$carta\_5, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_6.1 = factor(batallas$carta\_6, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_7.1 = factor(batallas$carta\_7, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 carta\_8.1 = factor(batallas$carta\_8, levels = nombres\_cartas, labels = unnest\_wider(cartas, items)$id),  
 mazo = paste(carta\_1.1, carta\_2.1, carta\_3.1, carta\_4.1, carta\_5.1, carta\_6.1, carta\_7.1, carta\_8.1, sep = ", "))  
  
#Onehotencode  
o <- matrix(str\_match(newdata$mazo[1], pattern = id\_cartas), ncol = length(nombres\_cartas))  
for (i in 2:nrow(newdata)){  
 p = matrix(str\_match(newdata$mazo[i], pattern = id\_cartas), ncol = length(nombres\_cartas))  
 o = rbind(o, p)  
}  
o <- as.data.frame(o)  
names(o) <- paste(nombres\_cartas, "\_Opp", sep = "")  
o <- ifelse(is.na(o), 0, 1) %>% as.data.frame()  
  
#Creamos matriz interacciones  
mm <- matrix(ncol = length(m), nrow = length(m))  
for (i in 1:length(m)) {  
 for (j in 1:length(m)) {  
 mm[i, j] <- as.integer(count(filter(m, m[,i]\*m[,j] == 1)))   
 }  
}  
  
mm <- mm %>% data.frame(row.names = nombres\_cartas)   
names(mm) <- nombres\_cartas  
mm[upper.tri(mm, diag = T)] <- 0  
  
mm %>%   
 mutate(fila = rownames(mm)) %>%  
 gather(-'fila', key = 'key', value = 'value') %>%  
 filter(fila != key) %>%   
 arrange(desc(value)) %>%  
 mutate(combo = paste(fila, key, sep = "+")) %>%  
 select(combo, value) %>%  
 head(n = 5) %>%  
 ggplot(aes(x = reorder(combo, value), y = value))+  
 xlab("Combo")+  
 ylab("Freq")+  
 geom\_col()+  
 coord\_flip()+  
 ggtitle("Most used")
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Above I see the TOP 10 combination most used, that doesn’t say anything about the crowns distribution. However is a good scoope to investigate.

rbind(cbind(batallas$vicder, batallas$crowns, m) %>%  
 as.data.frame() %>%  
 plyr::rename(c("batallas$vicder" = "vicder", "batallas$crowns" = "crowns")) %>%  
 filter(Zap == 1, Miner == 1) %>%  
 group\_by(crowns) %>%  
 summarise(freq = n()) %>%  
 mutate(combo = "Zap+Miner"),  
cbind(batallas$vicder, batallas$crowns, m) %>%  
 as.data.frame() %>%  
 plyr::rename(c("batallas$vicder" = "vicder", "batallas$crowns" = "crowns")) %>%  
 filter(Tornado == 1, `Baby Dragon` == 1) %>%  
 group\_by(crowns) %>%  
 summarise(freq = n()) %>%  
 mutate(combo = "Tornado+Baby Dragon"),  
cbind(batallas$vicder, batallas$crowns, m) %>%  
 as.data.frame() %>%  
 plyr::rename(c("batallas$vicder" = "vicder", "batallas$crowns" = "crowns")) %>%  
 filter(`The Log` == 1, Skeletons == 1) %>%  
 group\_by(crowns) %>%  
 summarise(freq = n()) %>%  
 mutate(combo = "The Log+Skeletons"),  
cbind(batallas$vicder, batallas$crowns, m) %>%  
 as.data.frame() %>%  
 plyr::rename(c("batallas$vicder" = "vicder", "batallas$crowns" = "crowns")) %>%  
 filter(Bats == 1, Miner == 1) %>%  
 group\_by(crowns) %>%  
 summarise(freq = n()) %>%  
 mutate(combo = "Bats+Miner"),  
cbind(batallas$vicder, batallas$crowns, m) %>%  
 as.data.frame() %>%  
 plyr::rename(c("batallas$vicder" = "vicder", "batallas$crowns" = "crowns")) %>%  
 filter(`The Log` == 1, `Ice Spirit` == 1) %>%  
 group\_by(crowns) %>%  
 summarise(freq = n()) %>%  
 mutate(combo = "The Log+Ice Spirit")) %>%  
ggplot(aes(x = reorder(combo, freq), y = freq, fill = crowns))+  
 geom\_col()+  
 coord\_flip()+  
 ggtitle("Distribution of Crowns by combo")
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I see a little trend here, as much is the combo used, much percentage of get 0 and 1 crown. However I wouldn’t belive that conclusion as the sample is small. Another way to understand the interaction between cards is by the correlation. I filtered the cards that have at least a correlation above 0.5 with one other random card.

newdata <- as.data.frame(cbind(m, o))  
  
correlation <- cor(newdata[,c(1:97)])  
correlation[is.na(correlation)] <- 0   
diag(correlation) <- 0  
correlation <- correlation %>%  
 as.data.frame() %>%  
 select\_if(apply(., 2, max)> 0.5 & apply(., 2, max) != 1) %>%  
 .[apply(., 1, max) > 0.5,]   
diag(correlation) <- 1  
corrplot::corrplot(as.matrix(correlation), method = "circle", type = "lower")
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Let’s conclude the exploring part with the crowns distribution by card. I focus on the scoope of the cards used more than 2k times. Here is clear which cards contribute more to get 2 or 3 crowns: zap, arrows, night witch.

newdata <- batallas %>%  
 select(crowns, contains("carta")) %>%  
 select(-contains(".")) %>%  
 pivot\_longer(-c(crowns), names\_to = "carta", values\_to = "values") %>%  
 select(-carta) %>%  
 group\_by(values, crowns) %>%  
 summarise(freq = n()) %>%   
 pivot\_wider(names\_from = crowns, values\_from = freq) %>%  
 na.fill(0) %>%  
 as.data.frame()  
  
newdata[,2:5] <- unfactor(newdata[,2:5])  
  
newdata %>%   
 mutate(freq = newdata$`0`+newdata$`1`+newdata$`2`+newdata$`3`) %>%  
 filter(freq > 2000) %>%  
 pivot\_longer(-c(values, freq), names\_to = "crowns", values\_to = "freq1") %>%  
 select(-freq) %>%  
 ggplot(aes(x = reorder(values, freq1), y = freq1, fill = crowns))+  
 geom\_col(position = "fill")+  
 coord\_flip()+  
 ggtitle("Crowns distribution by card")

![](data:image/png;base64,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)

# Modelling

I already have an idea of how the data is distributed, now is the time to make predictions. In the beginning of the document I said to build a model able to predict the number of crowns.

First let’s preprocess our data before fit the model. Then split the data into 75% for train and 25% test, also set the seed.

# Modeling   
newdata <- batallas %>%   
 dplyr::select(vicder, crowns, contains("carta\_")) %>%  
 mutate(carta\_1 = as.integer(factor(batallas$carta\_1, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_2 = as.integer(factor(batallas$carta\_2, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_3 = as.integer(factor(batallas$carta\_3, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_4 = as.integer(factor(batallas$carta\_4, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_5 = as.integer(factor(batallas$carta\_5, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_6 = as.integer(factor(batallas$carta\_6, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_7 = as.integer(factor(batallas$carta\_7, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_8 = as.integer(factor(batallas$carta\_8, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 mazo = paste(carta\_1, carta\_2, carta\_3, carta\_4, carta\_5, carta\_6, carta\_7, carta\_8, sep = ", "),  
 carta\_1.1 = as.integer(factor(batallas$carta\_1.1, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_2.1 = as.integer(factor(batallas$carta\_2.1, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_3.1 = as.integer(factor(batallas$carta\_3.1, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_4.1 = as.integer(factor(batallas$carta\_4.1, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_5.1 = as.integer(factor(batallas$carta\_5.1, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_6.1 = as.integer(factor(batallas$carta\_6.1, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_7.1 = as.integer(factor(batallas$carta\_7.1, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 carta\_8.1 = as.integer(factor(batallas$carta\_8.1, levels = nombres\_cartas, labels = c(1:length(nombres\_cartas)))),  
 mazo.1 = paste(carta\_1.1, carta\_2.1, carta\_3.1, carta\_4.1, carta\_5.1, carta\_6.1, carta\_7.1, carta\_8.1, sep = ", ")) %>%  
 dplyr::select(-mazo, -mazo.1)  
  
# Split dataset  
set.seed(101)  
split = sample.split(newdata$crowns, SplitRatio = 0.75)  
training\_set = subset(newdata, split == T)  
testing\_set = subset(newdata, split == F)

First model is a Extrem Gradient Boosting where I do a manual search of the hyperparameters with 5 folds CV and plot the results. I let the variable ‘vicder’ to help the models to predict.

# XGBoost  
set.seed(101)  
control <- trainControl(method = "cv",   
 number = 5,  
 search = 'grid',  
 verboseIter = T)  
  
grid <- expand.grid(nrounds = seq(10,100, length.out = 4),  
 max\_depth = 17,  
 eta = seq(0.1, 1, length.out = 3),  
 gamma = seq(0.1, 1, length.out = 3),  
 colsample\_bytree = 1,  
 min\_child\_weight = 1,  
 subsample = 0.5)  
  
  
  
#Classifier with train  
classifier.xgb <- train(data = training\_set,  
 crowns~. ,  
 method = "xgbTree",   
 trControl = control,  
 tuneGrid = grid,  
 metric = "Accuracy")

## + Fold1: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold1: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold1: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold1: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold1: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold1: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold1: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold1: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold1: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold1: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold1: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold1: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold1: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold1: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold1: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold1: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold1: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold1: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold2: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold2: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold2: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold2: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold2: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold2: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold2: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold2: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold2: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold2: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold2: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold2: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold2: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold2: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold2: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold2: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold2: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold2: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold3: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold3: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold3: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold3: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold3: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold3: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold3: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold3: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold3: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold3: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold3: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold3: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold3: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold3: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold3: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold3: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold3: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold3: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold4: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold4: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold4: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold4: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold4: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold4: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold4: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold4: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold4: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold4: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold4: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold4: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold4: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold4: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold4: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold4: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold4: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold4: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold5: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold5: eta=0.10, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold5: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold5: eta=0.10, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold5: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold5: eta=0.10, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold5: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold5: eta=0.55, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold5: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold5: eta=0.55, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold5: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold5: eta=0.55, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold5: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold5: eta=1.00, max\_depth=17, gamma=0.10, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold5: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold5: eta=1.00, max\_depth=17, gamma=0.55, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## + Fold5: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## - Fold5: eta=1.00, max\_depth=17, gamma=1.00, colsample\_bytree=1, min\_child\_weight=1, subsample=0.5, nrounds=100   
## Aggregating results  
## Selecting tuning parameters  
## Fitting nrounds = 40, max\_depth = 17, eta = 0.1, gamma = 1, colsample\_bytree = 1, min\_child\_weight = 1, subsample = 0.5 on full training set

# Prediction with test  
y\_pred.xgb = predict(classifier.xgb, newdata = testing\_set[,-2])  
  
# Confusion Matrix  
cm.xgb <- table(testing\_set[,2], y\_pred.xgb)  
accuracy.xgb <- sum(diag(cm.xgb))/nrow(testing\_set)

plot(classifier.xgb)

![](data:image/png;base64,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)

cm.xgb

## y\_pred.xgb  
## 0 1 2 3  
## 0 871 37 0 0  
## 1 244 1332 49 10  
## 2 15 352 36 19  
## 3 0 248 29 32

accuracy.xgb

## [1] 0.6936469

Clearly I see as if the model has a slow learning rate, the results are better, then as more rounds does the model worse is the accuracy (overfitting) and finally a high gamma seems improve a little the accuracy for that combinations of shrinkage and number of rounds. The model predict pretty good the 0 and 1 but that is because ‘crowns’ is high correlated with ’vicder’and have more problems with the 2 and 3 crowns.

Finally I set up and algorithm to run 5 different models with a random search of the hyperparamenters to see if there is the chance to improve the accuracy.

* XgbTree: again, just in case with random search find a better grid. (Extrem Gradient Boosting)
* rf: another ensamble model to face the problem. Maybe the random selection of predictors achieve better results than XgbTree. (RandomForest)
* Linda: maybe there is some kind of clustering here that I could miss, this model can help. (Linear Discriminant Analysis)
* naive\_bayes: Perhaps facing this problem by conditional probabilities improve results. (Naives\_bayes)
* multinom: afterall maybe a simple logistic regression is the best model.

Which will win?

set.seed(101)  
  
models <- c("xgbTree", "rf", "Linda", "naive\_bayes", "multinom")  
  
control <- trainControl(method = "cv",  
 number = 5,  
 search = "random",  
 verboseIter = T,  
 allowParallel = F)  
results <- list()  
predicts <- list()  
cms <- list()  
accuracies <- list()  
for (i in models){  
 classifier <- train(data = training\_set,  
 crowns~.,  
 method = i,  
 trControl = control,  
 tuneLength = 5,  
 metric = "Accuracy",  
 ntree = 100)  
   
 results[[i]] <- classifier  
 y\_pred <- predict(classifier, newdata = testing\_set[,-2], type = "raw")  
 predicts[[i]] <- y\_pred  
 cm <- table(testing\_set[,2], y\_pred)  
 cms[[i]] <- cm  
 accuracy <- sum(diag(cm))/nrow(testing\_set)  
 accuracies[[i]] <- accuracy  
}

## + Fold1: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## - Fold1: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## + Fold1: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## - Fold1: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## + Fold1: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## - Fold1: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## + Fold1: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## - Fold1: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## + Fold1: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## - Fold1: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## + Fold2: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## - Fold2: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## + Fold2: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## - Fold2: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## + Fold2: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## - Fold2: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## + Fold2: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## - Fold2: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## + Fold2: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## - Fold2: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## + Fold3: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## - Fold3: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## + Fold3: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## - Fold3: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## + Fold3: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## - Fold3: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## + Fold3: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## - Fold3: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## + Fold3: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## - Fold3: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## + Fold4: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## - Fold4: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## + Fold4: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## - Fold4: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## + Fold4: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## - Fold4: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## + Fold4: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## - Fold4: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## + Fold4: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## - Fold4: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## + Fold5: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## - Fold5: eta=0.02413, max\_depth=6, gamma=9.2332, colsample\_bytree=0.5637, min\_child\_weight=15, subsample=0.4250, nrounds=430   
## + Fold5: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## - Fold5: eta=0.12880, max\_depth=9, gamma=3.8941, colsample\_bytree=0.3791, min\_child\_weight=10, subsample=0.8288, nrounds=442   
## + Fold5: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## - Fold5: eta=0.39698, max\_depth=3, gamma=4.0645, colsample\_bytree=0.3653, min\_child\_weight=20, subsample=0.3307, nrounds=351   
## + Fold5: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## - Fold5: eta=0.42073, max\_depth=3, gamma=7.9572, colsample\_bytree=0.4693, min\_child\_weight=20, subsample=0.3037, nrounds= 95   
## + Fold5: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## - Fold5: eta=0.57415, max\_depth=3, gamma=0.7121, colsample\_bytree=0.4284, min\_child\_weight= 9, subsample=0.9350, nrounds=209   
## Aggregating results  
## Selecting tuning parameters  
## Fitting nrounds = 442, max\_depth = 9, eta = 0.129, gamma = 3.89, colsample\_bytree = 0.379, min\_child\_weight = 10, subsample = 0.829 on full training set  
## + Fold1: mtry= 1   
## - Fold1: mtry= 1   
## + Fold1: mtry=12   
## - Fold1: mtry=12   
## + Fold1: mtry=17   
## - Fold1: mtry=17   
## + Fold1: mtry=10   
## - Fold1: mtry=10   
## + Fold1: mtry= 6   
## - Fold1: mtry= 6   
## + Fold2: mtry= 1   
## - Fold2: mtry= 1   
## + Fold2: mtry=12   
## - Fold2: mtry=12   
## + Fold2: mtry=17   
## - Fold2: mtry=17   
## + Fold2: mtry=10   
## - Fold2: mtry=10   
## + Fold2: mtry= 6   
## - Fold2: mtry= 6   
## + Fold3: mtry= 1   
## - Fold3: mtry= 1   
## + Fold3: mtry=12   
## - Fold3: mtry=12   
## + Fold3: mtry=17   
## - Fold3: mtry=17   
## + Fold3: mtry=10   
## - Fold3: mtry=10   
## + Fold3: mtry= 6   
## - Fold3: mtry= 6   
## + Fold4: mtry= 1   
## - Fold4: mtry= 1   
## + Fold4: mtry=12   
## - Fold4: mtry=12   
## + Fold4: mtry=17   
## - Fold4: mtry=17   
## + Fold4: mtry=10   
## - Fold4: mtry=10   
## + Fold4: mtry= 6   
## - Fold4: mtry= 6   
## + Fold5: mtry= 1   
## - Fold5: mtry= 1   
## + Fold5: mtry=12   
## - Fold5: mtry=12   
## + Fold5: mtry=17   
## - Fold5: mtry=17   
## + Fold5: mtry=10   
## - Fold5: mtry=10   
## + Fold5: mtry= 6   
## - Fold5: mtry= 6   
## Aggregating results  
## Selecting tuning parameters  
## Fitting mtry = 12 on full training set  
## + Fold1: parameter=none   
## - Fold1: parameter=none   
## + Fold2: parameter=none   
## - Fold2: parameter=none   
## + Fold3: parameter=none   
## - Fold3: parameter=none   
## + Fold4: parameter=none   
## - Fold4: parameter=none   
## + Fold5: parameter=none   
## - Fold5: parameter=none   
## Aggregating results  
## Fitting final model on full training set  
## + Fold1: usekernel= TRUE, laplace=0, adjust=1   
## - Fold1: usekernel= TRUE, laplace=0, adjust=1   
## + Fold1: usekernel=FALSE, laplace=0, adjust=1   
## - Fold1: usekernel=FALSE, laplace=0, adjust=1   
## + Fold2: usekernel= TRUE, laplace=0, adjust=1   
## - Fold2: usekernel= TRUE, laplace=0, adjust=1   
## + Fold2: usekernel=FALSE, laplace=0, adjust=1   
## - Fold2: usekernel=FALSE, laplace=0, adjust=1   
## + Fold3: usekernel= TRUE, laplace=0, adjust=1   
## - Fold3: usekernel= TRUE, laplace=0, adjust=1   
## + Fold3: usekernel=FALSE, laplace=0, adjust=1   
## - Fold3: usekernel=FALSE, laplace=0, adjust=1   
## + Fold4: usekernel= TRUE, laplace=0, adjust=1   
## - Fold4: usekernel= TRUE, laplace=0, adjust=1   
## + Fold4: usekernel=FALSE, laplace=0, adjust=1   
## - Fold4: usekernel=FALSE, laplace=0, adjust=1   
## + Fold5: usekernel= TRUE, laplace=0, adjust=1   
## - Fold5: usekernel= TRUE, laplace=0, adjust=1   
## + Fold5: usekernel=FALSE, laplace=0, adjust=1   
## - Fold5: usekernel=FALSE, laplace=0, adjust=1   
## Aggregating results  
## Selecting tuning parameters  
## Fitting laplace = 0, usekernel = TRUE, adjust = 1 on full training set  
## + Fold1: decay=0.1183   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.098285  
## iter 20 value 8842.432493  
## iter 30 value 7634.269336  
## iter 40 value 7035.905401  
## iter 50 value 6637.084024  
## iter 60 value 6048.203245  
## iter 70 value 6006.516499  
## final value 6006.396678   
## converged  
## - Fold1: decay=0.1183   
## + Fold1: decay=0.6080   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.098869  
## iter 20 value 8848.337157  
## iter 30 value 7665.406900  
## iter 40 value 7091.273737  
## iter 50 value 6776.334880  
## iter 60 value 6139.953553  
## iter 70 value 6122.745827  
## final value 6122.742585   
## converged  
## - Fold1: decay=0.6080   
## + Fold1: decay=6.8126   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.106280  
## iter 20 value 8919.246439  
## iter 30 value 8003.368855  
## iter 40 value 7581.449218  
## iter 50 value 7373.357109  
## iter 60 value 6723.754510  
## final value 6718.911663   
## converged  
## - Fold1: decay=6.8126   
## + Fold1: decay=9.8652   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.109926  
## iter 20 value 8951.665253  
## iter 30 value 8138.917698  
## iter 40 value 7795.486437  
## iter 50 value 7521.606739  
## iter 60 value 6892.991089  
## iter 70 value 6887.010367  
## iter 70 value 6887.010349  
## iter 70 value 6887.010348  
## final value 6887.010348   
## converged  
## - Fold1: decay=9.8652   
## + Fold1: decay=1.0141   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.099355  
## iter 20 value 8853.198360  
## iter 30 value 7690.662023  
## iter 40 value 7128.259394  
## iter 50 value 6822.738958  
## iter 60 value 6218.510954  
## iter 70 value 6192.685941  
## final value 6192.684192   
## converged  
## - Fold1: decay=1.0141   
## + Fold2: decay=0.1183   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9963.070168  
## iter 20 value 8804.329217  
## iter 30 value 7939.615634  
## iter 40 value 7673.458706  
## iter 50 value 7503.634731  
## iter 60 value 6072.437576  
## iter 70 value 6024.571525  
## final value 6024.343621   
## converged  
## - Fold2: decay=0.1183   
## + Fold2: decay=0.6080   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9963.070839  
## iter 20 value 8809.508086  
## iter 30 value 7638.180868  
## iter 40 value 7392.952923  
## iter 50 value 6784.469045  
## iter 60 value 6167.680700  
## iter 70 value 6138.799304  
## final value 6138.797393   
## converged  
## - Fold2: decay=0.6080   
## + Fold2: decay=6.8126   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9963.079338  
## iter 20 value 8872.038761  
## iter 30 value 7892.864532  
## iter 40 value 7715.772383  
## iter 50 value 7336.186177  
## iter 60 value 6738.313605  
## final value 6731.425017   
## converged  
## - Fold2: decay=6.8126   
## + Fold2: decay=9.8652   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9963.083519  
## iter 20 value 8900.850431  
## iter 30 value 7988.346967  
## iter 40 value 7867.419402  
## iter 50 value 7303.840122  
## iter 60 value 6900.573900  
## final value 6898.921363   
## converged  
## - Fold2: decay=9.8652   
## + Fold2: decay=1.0141   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9963.071395  
## iter 20 value 8813.774855  
## iter 30 value 7656.883269  
## iter 40 value 7416.811279  
## iter 50 value 6836.150477  
## iter 60 value 6235.616813  
## iter 70 value 6207.957628  
## final value 6207.957344   
## converged  
## - Fold2: decay=1.0141   
## + Fold3: decay=0.1183   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.224109  
## iter 20 value 8934.205677  
## iter 30 value 7720.177688  
## iter 40 value 7306.249277  
## iter 50 value 7123.002656  
## iter 60 value 6020.291911  
## iter 70 value 5991.216679  
## final value 5991.085336   
## converged  
## - Fold3: decay=0.1183   
## + Fold3: decay=0.6080   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.224755  
## iter 20 value 8941.038018  
## iter 30 value 7753.958043  
## iter 40 value 7349.205309  
## iter 50 value 7160.318891  
## iter 60 value 6143.255981  
## iter 70 value 6104.801209  
## iter 70 value 6104.801168  
## iter 70 value 6104.801168  
## final value 6104.801168   
## converged  
## - Fold3: decay=0.6080   
## + Fold3: decay=6.8126   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.232933  
## iter 20 value 9022.563179  
## iter 30 value 8111.205874  
## iter 40 value 7827.091295  
## iter 50 value 7450.373062  
## iter 60 value 6709.273348  
## final value 6700.518724   
## converged  
## - Fold3: decay=6.8126   
## + Fold3: decay=9.8652   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.236955  
## iter 20 value 9059.490645  
## iter 30 value 8250.281250  
## iter 40 value 7985.313373  
## iter 50 value 7480.155197  
## iter 60 value 6876.000160  
## final value 6869.494045   
## converged  
## - Fold3: decay=9.8652   
## + Fold3: decay=1.0141   
## # weights: 76 (54 variable)  
## initial value 10894.887384   
## iter 10 value 9945.225290  
## iter 20 value 8946.658121  
## iter 30 value 7781.240513  
## iter 40 value 7384.131564  
## iter 50 value 7197.387469  
## iter 60 value 6207.481540  
## iter 70 value 6173.881999  
## final value 6173.880242   
## converged  
## - Fold3: decay=1.0141   
## + Fold4: decay=0.1183   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9934.740565  
## iter 20 value 9037.231686  
## iter 30 value 8039.736783  
## iter 40 value 7895.097550  
## iter 50 value 7717.006757  
## iter 60 value 6070.948655  
## iter 70 value 6009.410741  
## final value 6009.181430   
## converged  
## - Fold4: decay=0.1183   
## + Fold4: decay=0.6080   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9934.741254  
## iter 20 value 9044.548198  
## iter 30 value 8119.682473  
## iter 40 value 7983.628228  
## iter 50 value 7790.500548  
## iter 60 value 6145.519532  
## iter 70 value 6122.815675  
## final value 6122.810634   
## converged  
## - Fold4: decay=0.6080   
## + Fold4: decay=6.8126   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9934.749990  
## iter 20 value 9131.823541  
## iter 30 value 8109.398961  
## iter 40 value 7954.212148  
## iter 50 value 7188.472409  
## iter 60 value 6724.326993  
## final value 6712.316104   
## converged  
## - Fold4: decay=6.8126   
## + Fold4: decay=9.8652   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9934.754287  
## iter 20 value 9171.377742  
## iter 30 value 8170.492302  
## iter 40 value 8100.870096  
## iter 50 value 7657.560935  
## iter 60 value 6898.004176  
## final value 6879.490823   
## converged  
## - Fold4: decay=9.8652   
## + Fold4: decay=1.0141   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9934.741826  
## iter 20 value 9050.565949  
## iter 30 value 8189.705825  
## iter 40 value 8060.588221  
## iter 50 value 7832.845027  
## iter 60 value 6241.914721  
## iter 70 value 6191.466662  
## final value 6191.453899   
## converged  
## - Fold4: decay=1.0141   
## + Fold5: decay=0.1183   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9949.587431  
## iter 20 value 8839.872532  
## iter 30 value 7646.687147  
## iter 40 value 7007.749938  
## iter 50 value 6827.511391  
## iter 60 value 6053.726083  
## iter 70 value 6024.782790  
## final value 6024.563081   
## converged  
## - Fold5: decay=0.1183   
## + Fold5: decay=0.6080   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9949.588080  
## iter 20 value 8845.413363  
## iter 30 value 7676.594920  
## iter 40 value 7050.981208  
## iter 50 value 6885.556333  
## iter 60 value 6160.710729  
## iter 70 value 6138.018488  
## final value 6138.017177   
## converged  
## - Fold5: decay=0.6080   
## + Fold5: decay=6.8126   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9949.596302  
## iter 20 value 8911.877708  
## iter 30 value 7996.993028  
## iter 40 value 7585.133782  
## iter 50 value 7384.679925  
## iter 60 value 6748.403368  
## final value 6729.073233   
## converged  
## - Fold5: decay=6.8126   
## + Fold5: decay=9.8652   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9949.600346  
## iter 20 value 8942.211813  
## iter 30 value 8123.897159  
## iter 40 value 7803.684384  
## iter 50 value 7610.913715  
## iter 60 value 6918.918535  
## final value 6896.538985   
## converged  
## - Fold5: decay=9.8652   
## + Fold5: decay=1.0141   
## # weights: 76 (54 variable)  
## initial value 10893.501090   
## iter 10 value 9949.588618  
## iter 20 value 8849.974359  
## iter 30 value 7700.811790  
## iter 40 value 7086.339011  
## iter 50 value 6943.936378  
## iter 60 value 6213.670115  
## iter 70 value 6206.738699  
## final value 6206.738527   
## converged  
## - Fold5: decay=1.0141   
## Aggregating results  
## Selecting tuning parameters  
## Fitting decay = 0.118 on full training set  
## # weights: 76 (54 variable)  
## initial value 13617.569509   
## iter 10 value 12218.893995  
## iter 20 value 10290.580305  
## iter 30 value 9492.963699  
## iter 40 value 9423.898906  
## iter 50 value 9174.932404  
## iter 60 value 7550.906126  
## iter 70 value 7510.436492  
## iter 80 value 7510.210716  
## iter 80 value 7510.210643  
## iter 80 value 7510.210643  
## final value 7510.210643   
## converged

bwplot(resamples(results))
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cms

## $xgbTree  
## y\_pred  
## 0 1 2 3  
## 0 868 40 0 0  
## 1 241 1342 35 17  
## 2 15 338 50 19  
## 3 0 246 33 30  
##   
## $rf  
## y\_pred  
## 0 1 2 3  
## 0 874 34 0 0  
## 1 253 1328 37 17  
## 2 15 334 49 24  
## 3 0 234 37 38  
##   
## $Linda  
## y\_pred  
## 0 1 2 3  
## 0 0 908 0 0  
## 1 0 1635 0 0  
## 2 0 422 0 0  
## 3 0 309 0 0  
##   
## $naive\_bayes  
## y\_pred  
## 0 1 2 3  
## 0 243 665 0 0  
## 1 50 1584 1 0  
## 2 1 418 3 0  
## 3 0 306 3 0  
##   
## $multinom  
## y\_pred  
## 0 1 2 3  
## 0 908 0 0 0  
## 1 272 1359 4 0  
## 2 19 395 7 1  
## 3 0 304 5 0

accuracies

## $xgbTree  
## [1] 0.6994502  
##   
## $rf  
## [1] 0.6991448  
##   
## $Linda  
## [1] 0.4993891  
##   
## $naive\_bayes  
## [1] 0.5589493  
##   
## $multinom  
## [1] 0.6945632

The plot shows XgbTree as the best model to predict crowns with a 0.6994502% of accuracy and Linda the worst with 0.4993891. It’s relevant say that the logistic regression did very good job, let the accuracy at the level of the Extrem Gradient Boosting. If analyse the confusion matrices, I see as multinom is not able to classify 2 and 3 crowns. So if i haveto choose one of those models I will go for the first or the second. Maybe the second as it has less parameters to tune and it has been faster.